**Display of Information**

* Classical graphics techniques arose as a medium to convey information among people.
* We have computer plotting packages that provide a variety of plotting techniques and color tools that can handle multiple large data sets.
* The field of information visualization is becoming increasingly more important as we have to deal with understanding complex phenomena from problems in bioinformatics to detecting security threats.

**Design**

* Professional such as engineering and architecture are concerned with design.
* The use of interactive graphical tools in computer-aided design (CAD) pervades fields including as architecture, mechanical engineering, the design of very-large-scale integrated (VLSI) circuits, and the creation of characters for animations.

**Simulation and Animation**

* Once graphics systems evolved to be capable of generating sophisticated images in real time, engineers and researchers began to use them as simulators.
* One of the most important uses has been in the training of pilots. Graphical flight simulators have proved to increase safety and to reduce training expenses. The use of special VLSI chips has led to a generation of arcade games s as sophisticated as flight simulators.

**User Interfaces**

* Interaction with computers has become dominated by a visual paradigm that includes windows, icons, menus, and plotting device, such as mouse.
* User interfaces demonstrate the variety of the tools available in high level modeling packages and the interactive devices the user can employ in modeling geometric object.

**1.1.1 Image Types**

* **2D computer graphics:**

2D computer graphics are the computer-based generation of digital images mostly from two-dimensional models, such as 2D geometric models, text, and digital images, and by techniques specific to them.2D computer graphics are mainly used in applications that were originally developed upon traditional printing and drawing technologies, such as typography, cartography, technical drawing, advertising. Two-dimensional models are preferred, because they give more direct control of the image than 3D computer graphics, whose approach is more akin to photography than to typography.

There are two approaches to 2D graphics: vector and raster graphics.

* Pixel art: Pixel art is a form of digital art, created through the use of raster graphics software, where images are edited on the pixel level.
* Vector graphics: Vector graphics formats are complementary to raster graphics, which is the representation of images as an array of pixels, as it is typically used for the representation of photographic images.
* **3D computer graphics:**

With the birth of the workstation computers(like LISP machines,paintbox computers and Silicon Graphics workstations)came the 3D computer graphics.3D computer graphics in contrast to 2D computer graphics are graphics that use a three-dimensional representation of geometric data that is stored in the computer for the purposes of performing calculations and rendering 2D images.

**Some major advances in 3D computer graphics since then have been:**

* Flat shading: A technique that shades each polygon of an object based on the polygon's "normal" and the position and intensity of a light source.
* Gouraud shading: Invented by Henri Gouraud in 1971, a fast and resource-conscious technique used to simulate smoothly shaded surfaces by interpolating vertex colors across a polygon's surface.
* Texture mapping: A technique for simulating surface detail by mapping images(textures) onto polygons.
* Phong shading: Invented by Bui Toc Phong, a smooth shading technique that approximates curved-surface lighting by interpolating the vertex normals of a polygon across the surface; the lighting model includes glossy reflection with a controlable level of gloss.
* Bump mapping: Invented by Jim Blinn, a normal-perturbation technique used to simulate bumpy or wrinkled surfaces.
* Raytracing: A method based on the physical principles of geometric optics that can simulate multiple reflections and transparency.
* Radiosity: a technique for global illumination that uses radiative transfer theory to simulate indirect (reflected) illumination.

**1.1.2Applications of computer graphics**

Some of the applications of computer graphics are listed below:

* Computational biology
* Computational physics
* Computer-aided design
* Computer simulation
* Digital art
* Education
* Graphic design
* Video Games
* Virtual reality
* Web design

**1.1.3 OpenGL**

As a software interface for graphics hardware, OpenGL's main purpose is to render two- and three-dimensional objects into a frame buffer. These objects are described as sequences of vertices (which define geometric objects) or pixels (which define images). OpenGL performs several processing steps on this data to convert it to pixels to form the final desired image in the frame buffer.

## Basic OpenGL Operation

The figure shown below gives an abstract, high-level block diagram of how OpenGL processes data. In the diagram, commands enter from the left and proceed through what can be thought of as a processing pipeline. Some commands specify geometric objects to be drawn, and others control how the objects are handled during the various processing stages.
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**Figure 1.1 OpenGL Block Diagram**

As shown by the first block in the diagram, rather than having all commands proceeds immediately through the pipeline, you can choose to accumulate some of them in a *display list* for processing at a later time. The *evaluator* stage of processing provides an efficient means for approximating curve and surface geometry by evaluating polynomial commands of input values. During the next stage, *per-vertex operations and primitive assembly*, OpenGL processes geometric primitives—points, line segments, and polygons, all of which are described by vertices. Vertices are transformed and lit, and primitives are clipped to the viewport in preparation for the next stage.*Rasterization* produces a series of frame buffer addresses and associated values using a two-dimensional description of a point, line segment, or polygon.

Each *fragment* so produced is fed into the last stage, *a per-fragment operation, which performs* the final operations on the data before it's stored as pixels in the *frame buffer*. These operations include conditional updates to the frame buffer based on incoming and previously stored z-values (for z-buffering) and blending of incoming pixel colors with stored colors, as well as masking and other logical operations on pixel values.

Input data can be in the form of pixels rather than vertices. Such data, which might describe an image for use in texture mapping, skips the first stage of processing described above and instead is processed as pixels, in the *pixel operations* stage. The result of this stage is either stored as *texture memory*, for use in the rasterization stage, or rasterized and the resulting fragments merged into the frame buffer just as if they were generated from geometric data.All elements of OpenGL state, including the contents of the texture memory and even of the frame buffer, can be obtained by an OpenGL application.

**1.1.4GLUT**

GLUT is the OpenGL Utility Toolkit, a window system independent toolkit for writing OpenGL programs. It implements a simple windowing application programming interface (API) for OpenGL. GLUT makes it considerably easier to learn about and explore OpenGL programming. GLUT provides a portable API so you can write a single OpenGL program that works on both Win32 PCs and X11 workstations.

GLUT is designed for constructing small to medium sized OpenGL programs. While GLUT is well-suited to learning OpenGL and developing simple OpenGL applications, GLUT is not a full-featured toolkit so large applications requiring sophisticated user interfaces are better off using native window system toolkits like Motif. GLUT is simple, easy, and small. My intent is to keep GLUT that way.

**The GLUT library supports the following functionality:**

* Multiple windows for OpenGL rendering.
* Call back driven event processing.
* An `idle' routine and timers.
* Utility routines to generate various solid and wire frame objects.
* Support for bitmap and stroke fonts.
* Miscellaneous window management functions.

# OpenGL Primitives

# The programmer is provided the following primitives for use in constructing geometric objects.

![http://titan.cs.ukzn.ac.za/opengl/opengl-d6/www.eecs.tulane.edu/www/Terry/OpenGL/Pictures/prims.gif](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAUYAAAFbAQAAAACB5BoYAAAAAmJLR0QAAd2KE6QAAAAMY21QUEpDbXAwNzEyAAAAB09tt6UAAA8USURBVGje7ZtBayTHFYBHHuOOwbhzSnaD2HYwRMdsvBBLRFbtyb7Z1xwC3mAjHSNLB+8SsS1FSZSA4/Z6D9kBefsnBHxyIEQjZNJeItTHJGCyPTti+pCAe9IHd5NKV+q9V1Vd3TOyZm2MceIGzfRMf1Pv1Xuvq96ranUEHbGoj8ql99z6TvCOOgls8iV6P5pK/g5eiqaA3IaBTOHku/CS+Q0BE+QenDjw8i+/IV2S4WSbZ5DQitckP0Lyp0R6hrxtLGFIPP71mjr5SH+TGwlIAvofJK83bXYAbSpLIAkdLNFKXHVemd4DPeOgtieQGWnI6FumSXn8spaOimbWNW1X6ssjFvmxlq4VHBivSh0v11ayjwhf95SxI6lYdV1MJYe1VNnBVPQFV71sk2MkVIfKoUhYqXvZIjGaMhWa41w8cHPLm/aBoo6UFvlYjHdTEUwlUZSjPDwsRZlEqpdtEsKMS3ER/CItRFG41P4kKQ1YSA1iICMu+E2XejlJpmT3N4GMuV/5XXXPTJCy07vy7e4BOKzyq5V1nww6QZYUSPNAhrJ/89wjg06QUjW4sAxG9AQTPWkJbypZ+RBIFZJMMrvikAw6QQp2iPwB2jaUXsj8SJH3Wwbd066qfNlaKs07JDIImuSJh9oSHoNnnTGRjtMkE6YDhUO43hLikD51FlptJspWiKdiSYbWlk9kS0/oEDlQ4kOIeH6JEdnq+xPKU4jnGPG7nk0eaMtfAlFDhY8LaQCRBDbpKbLwpahBqoKlxHujcMhK5BpXkQOI0AHaWr4UeG9UXdtHqLWAQIpluMVwKl94isJ2bPIPKH4o25ZCjwKwO7y8hE5PbJKHaCIZSLIj90K4lUMcSSPliDpCkLyXoRnB8CXzMEgidRFJjAeUXo7RifeQBM19MYwsEsYMkj7+GEMIB9QVhgPax0fUDJKlIdHiZIVyxad5Aobll7WeTA+ukdFYlMuSXEC7iUqTf2SN8IjJGFvkJj19IDnvN2KknktQhkVWX2tGkzUFB0rP+6rNC6xBlvWpp3VXZNhsk9eNWnfO5F2sQmfimEaKzZnJ/EtCii83yZdEkm283nXxc7Ep4t5f55k+v/2elyVXTz0gi4siWX/m2S4FQ3ZFxHf+Ou/p81uSvHb11AUy74nR2jPPnqwhmQL5tzLU57d+L0Y3Tk5jJEtJvvtNHLTl1VySP7zg6/O33vMG5bEipfS1d1+IKaMYyXZ6Fy55+vztRa+40TfS0/SZFyzpvYu19LeXpPTjU+z7+KJIk2fWTmgcfQBkrwj1+e0l8UCTxQUvzTbWYrJSdpn1e3fISnB+e9HLSkU+jI8Kz/4mY/V54tdXv4AIqdisJPdmJsOZ9Zyd/GzSg/NJNVw608j9hpVUUrwwBTTzbqPNdApZwM+P2qQapGObzPJppOqRa5NHZW3SmvTqNimNlD53IG+iG6xaliRVBE5N0hfck2miT7OMJOelPZOOJRJIKqh4KH/B9GjK96GW2e50G2SlyAEqSW3yeaykkk7Ht0iVxEIuGGk9qU3oWMezzEjX7rpqGrdJIbYtb6pk+w7Tpw3SVJadTucySq8uU/NVB45Hlg05qEmvblqqzJGcg6jLLeUwf1DuKsn8mLXKXNCQnJGFfUMW5LoJUpWjQOoZ3cdwmCBlbASKVKZBB0SKTC0yQtdzYyUaFoZTyAGGvUVieJVTyAzNxS0zePiZyNgiC6wFSuN3ofSeJCu2UBvRRItgLRI85LZJyt2IDG1yzxVKgHLnkBprkrGOkVwrqM9bbY6PtHFyI1Z9ofRkRFZz9wTVhBRYkRUifoNMHi91jKRGQZVIC5usOvye7nJqxJJdy4BTDCDZdznoiSV2bMUqhEjuWGQ2RxIyY21eh0i6YJMqWo9qUrlTkkFKlRqMS9UPVCN4d4Ym3sgDXlSTMOfAJwr60EQReqBigUWGKtYYkbnhpSrc9ziZ1iIzpVrfN+6MpBWcSfJIkR3HOCkVY9UHQ4LlHOULb9s4aQgnnMKhJqlDUEBLq+U6RCKbBJNIEuOD3/QPc5l7j3WIBDap/IYdKlZ8Jxd9VugQURaEQtqQ2KFyGSpr7ugVGNB/gnSIzPx/yMG0uonGxXqmTVKHyuVD8Wdp2ku4JiCKJU3GNYkdEuWSAzVSNTePXhpcmSAZIw+Vix5WU4mLZAkqLbdI8hC/7ot/w7tLyoBXlzs4TBNZMeZoC9LxBrUZ4jRokwcrKs70QckC3pwH2DdGJD9Y9Fsk0yRvkt5T4qxDJVeG7J5D0h0njwPnTJLWFQzZLvomjmrmrJJ/DuTnlf3uhbx8Z0cwZxdWyrJU7O7GvUGS+nBVVkSjG0lGZFeSv5FkdwdWPZI1sbMT/7qfvAJkAeT1ZJ3ITSBDsbK51JOfZfnRW4oP90+QlDXJyer66DvYfseX5C92xMpPnwMyTkXvufgojH+MZAlk+m1q8xVJ3kISpB9L6c/Fwzvxq0helORGuugb6bdQekjSw6U43T95VUk/Xr22pqQ/LcmeJLtzQL4vybk4/VV/Fa7Kiuj9a9dWXyWyu8Mf7+2IrrMLZHLND3f7aT8ZYd8vsGR99NT6w/sIonjHfNNvXNdr+198XfwV+T9I4kx5NAuZzExC2f+Jo2i9/gkve9MQhpfNmExp1+2zSdaUPm2xinKnskXabXqaPECRNTlo6WnKV5q5rDYnhL6kSe9Tk1Wn06jlqpd8OolR+oeWldrkiy71m3QPLW9CE4FNzpHkPWUJQ/4MSLuG9y4znOVp7nUNWT0J5BW7TysOCK2+p2ymyQJWj2HToD5YH4RWrylLEBmLBEux5QZZwI4Mx60zrklXHAFZ3fQtMhRdmbTRBiFPTZsukrAzYJHJlidKFFYYkjMiwwbJpUnHGEulITMfs0I/bpAwpg8xqMaGPBSUP9pLHTGudKV4y+Q6U433FJk3SWnGCB03NDltqMiyScq/APPwtEUWknUaZCCvgEZRiyzla02mGBgeZuxx2SYFSxskkzaC0SWYJL3YJiswM67ItEj566BBcti1g5HAa5HSRtF9Q+ZgjILKKsYnyGFokwWIhkpjCjlukGNQSHYKis4GOaxLdyJzNJEH+jbJtK71BG2IoanCPV7nn4asGiTtrAZ7xblkjOERsbJNRm0ywJBL3XGbjBskJ7dLbRdyk3ufRTK8Ncbp8DwS3S7VWEjbZNAiOW3WFm7UJsMGCY6h/Uq4EcNPJAu6WyrYmftkckxzZAU7c02Stchc1bKetFVAZLCNC3ZNUrAhLOTBUM3Uaowsibdx5GZ2xic/Roq8VJMwFneRtKcSFhs9GmSCJa9d/bBAl7IQE9uGLGAJc9sSLkJPPVoA83Rak8KRBnTs6SNkJZFg/zTT5Fj0K182aU2dd5neQgTylKwEahbzsDNrTTT7vlrtAPsPT+tZu3oUtLS6dCyUdBgr839a2UW/KxptfqBJ8FR+bGUXuNdgkYe0okBjWU3q1TyLNDkR3KBjM28OBSVBtZVKs/La1+ufeCSinS4N0ukkHF6DLBufmhngy7OS1eykewYZzEw6E3reF9OPhQlSfGbSmZl8/XOQ7s5Mis+ZzHJxmN7IWNbvf8Dqi7J8v5quvL634phsLdkU/fS6JK/2P/AMCVufV9NLz3ZXHEeTJ5tiP13Pw9HmCTzLoA5Zapcno0vf31y5uabJOBd3gRzkxzZZivJ4dOkb/spjJv883pTkxmZYbNrSZaFf9kcvPv/KirNnSb+TXtuU0o/viYb049Mnn7elv78pth9c2/QeNEhZ6AO5+vTKzQXT93XWz9Yusyy3yeKCJ8nRWveR2koP4yPMve29TfIImyRnazOdmdybmZy9zS8LOdPxsGR/ZnLbmZXc6zB4C6YBfoPsFnPwNq1l/UygIq+Iviumb8WWDVLWahVkLGRXzhoofko1eUPGbFev9DfJqkFirbbtKenlFOmRJjnpQWThT5J/0c8voSkSx232wfrdb/XzS5R5dZjVBzjMZAxPJiFJVR0V0XLWNSQ+o4QTsSZz1UyfUKMnbirhVx8rcqjma1w9sWo5sEIGymfCRHKIV973m9pBxrEdy5dTX5GRio03tZXrHnEXyBOmyFjtkHtek4xgEIJLoSapUpSOa5GHkGsCCRfUM1F4FZ9pM/s8ZHePkvxAkVQpyuQKodgi+/TsnPE708/9DVtk5eDHUpOqpqTdogYJw2esSi8kqaaUP8QfBDW5Qz+krakO3lQFIfgW1sJdImNDqhUrj27EmuSMyBDLzo7Q1ScsVDTJUrXJaCNcqOoTPmH0eYbM95CUFxVJ1SfVv8IKZJEOkOQkT+3DMoqcoEHGGZKl0Cs8VKfiW5MMOdozN2RK3YjI59bjMAy2tGK8HiAZUWMBRWRd91RYB1BIRkjGZAtPUOcMyTGpjtFsRAZ4RqWlTZZ4A8Wo+BCeX6KKlqxe2NV2juNCjD8dSzKhilYXjHq3VjY5wH1U2tcG8hRbz3UZWJODxIOULlbPwUpSKThskyWfgy7FOQkD0hcqrNHCRd2hvicGsAOiSdUVCuCgHj5LIRstfHoStWJAku0ohCKblI1yFlMUetJK1GnapmyRslE3ZppUVfIWmXFYPxECR9/bO6ELUO2SeRbp0rj1LxBzg2M6i/oddel79EXRWqvtf/1eTdIo2J1Ocv3YzHC/o0Ys/XC9PxTNRtUUOf55R9XTes2StRIIejal0+m+ZUglxWunGmrw72YmZ1CP/HhnJSVvdWoxaOIgOoP8eZ2HUPNRfAapMxYIkz6kA8M2GbRITA1gj36CdFokTqu844lx0CIXWiSNHFnHL/bPIdXI0Z/j8+eQ+t7tPHrhHLIwn791Hsm0VTfOsVJ92Osx0yz/achKzEqK/yuykMXmzt0b95/ccov1pzZcba55kVxbk3Vp2OVPbn2ET9FcAXLx749J8vJTGyZ0nwBS1qVALv8EZ64rIn9nf/HD0ZbIl9ONNUWWx6JMV2VdGjLOFZnLenF/8UfVlpvxUU1yUY5WZV0q25xf/i6QI9nmzn5v/k9bLl9OjPTyDVEmq7IuBXI/0NJ7dy7Oo/TRhm9JH70q61IpvZhH8gGR+89vibFFFm8gufo0kriyl11mea937+5jj7rFVk3yJ1xJyrp0p8vL4/hhfZSodrjbuGgeyW38N8QXFiFfkV8I+V9pS2ISi31XbwAAAABJRU5ErkJggg==)

**1.2 Overview of the project**

In this project we designed the simulation of windmill using OpenGL. We used transformation functions like translate and rotate functions to design blades of the windmill. We used many OpenGL inbuilt function to design the structure of windmill.

This projectconsist of many user defined function such as increasing windmill fan speed, decreasing windmill fan speed, side views, front and back views, custom angle of rotation of entire windmill structure.

It provides several options which can be interacted through menus. The user can also interact with program through mouse, keyboard functions. The options provided by the menu are views like side view, back view, front view, custom view. Using mouse, if we click left side it rotates to left and on successive clicking speed increases, if we click right button speed decreases and on successive clicking, it turns rotating towards right and vice versa.

We can rotate the entire windmill with respect to its axis using the arrow keys of keyboard. It can be rotate through 3600

**1.3 Aim of the project**

The aim of the project is to develop a suitable graphics package to simulate the Windmill and to implement the skills learned in Interactive Computer Graphics and Visualization theory, using OpenGL.